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A Proof of XOR/CRC hashing linearity

We first prove XOR hashing satisfies the hashing linearity.
We define src_ip(h) as the function to extract source IP ad-
dress field from the header, so as dest_ip(h), src_port(h),
dest_port(h). XOR hash function with tuple of IP ad-
dresses and port numbers as input is Hash(h) = src_ip(h) &
dest_ip(h) @ src_port(h) @ dest_port(h). Without loss of
generality, assume h; and h; are arbitrary packet headers
that all fields are the same except destination port num-
ber. For function dest_port(), we have dest_port(h; ® hj) =
dest_port(h;) @ dest_port(h;). Thus we have Hash(h; ®
hj) = Hash(h;) ® Hash(h;), which satisfies

Hash(h;) ® Hash(h;) = Hash(h; ® h;) ® Hash(0) (1)

since Hash(0) = 0. The analysis of dest_port also applies to
other functions to extract header fields.

CRC hashing is calculated based on division of input
by a polynomial. There are several standardized polynomi-
als mostly adopted by the communication system. For ex-
ample, CRC-CCITT, a 16-bit CRC hash function, is used
as the hash algorithm in commercial switches [2]. The
polynomial is one bit longer than the output, i.e. 17 bits
for CRC16 while 33 bits for CRC32. With polynomial
p, the CRC hashing result is calculated by a polynomial
long division Hash(h;) = division(init & h;, p), where init
is the initial value selected by CRC. Same as the previous
proof, we check Hash(h; & hj) = division(init © h; ® hj, p).
We have division(init ® h; ® hj, p) = division(init & h;, p) ®
division(init ® hj, p) @ division(init, p) since division by a
polynomial is linear [4]. Then we have Hash(h; ® hj) =
Hash(h;) ® Hash(h;) ® Hash(0), where Hash(0) is the hash
result for an empty packet header with all 0’s.

B Proof of ECMP linearity

In Pre_proc(), bitwise operations like AND, OR, XOR and
shift are commonly applied. Suppose we have AND op-
eration with a constant cst for pre-processing, we define

Hash'(h) = Hash(h&cst), where cst is a pre-installed con-
stant and Hash() is linear. Since

Hash'(h;) ® Hash'(hj) = Hash(h;&cst) & Hash(h j&cst)
= Hash((h; ® hj)&cst) & Hash(0&cst)
= Hash'(h; & h;) & Hash'(0)

, Equation 1 still holds for Hash'(). For the same pro-
cedure, OR also holds. For bit shifting shifz(h,k), where
k is the index of shifted position, we have shift((h; &
h;j),k) = shift(h;,k) @ shift(h;,k). Equation 1 still holds for
Hash(shift(h,k)). By the same methodology, Equation 1 also
holds for masking function, which sets certain fields as zero
in the result. With masking operation, hash function with
pre-processing is Hash(mask(h,s,e)), where s and e are the
starting index and the ending index of the mask.

Hashing seed is used to initialize CRC registers to vary hash
results of switches at different tier to avoid traffic polarization
in Pre_proc() [1]. Hash seed does not affect linearity since
the XOR operation is proved to be linear. Suppose we have
hash seed for switch as Hash” (h) = Hash(h® seed), where
Hash() is linear, we have

Hash" (h;) & Hash" (h;) = Hash(h; & seed) & Hash(h; & seed)
= Hash(h; ® h; @ seed) ® Hash(seed)
= Hash" (h; ® h;) & Hash" (0)
, which proves Equation 1 still holds for Hash" ().
Post-processing might use XOR-folding of 32-bit hash-
ing results to get a 16-bit result [3]. Denote the folding as
fold(r[1: 32]) = r[1: 16] @ r[17: 32], where [i: j] denotes
the segment from ith bit to jth bit. Following similar logic,

we can prove Post_proc(Hash(h)) = fold(mask(Hash(h)))
also satisfies Equation 1.

C Discussion on hashing seeds

As we presented in the paper, the linearity guarantees

ECMP(hj®A) = ECMP(h;) ® ECMP(A) & ECMP(0) (2)



, where ECMP(A) is decided by the hashing algorithm and
ECMP(0) is decided by the hashing seed (initial hashing
value with an empty packet header).

Based on Equation 2, we derive that multi-hop linearity
requires the selection of s; will not affect ECMP;, (A) and
ECMP;,(0), i.e. all switches to be select at hop 1 need to be
configured with the same hashing algorithm and hashing seed.
In fact, we can alter Equation 2 to relax the requirements on
hashing seeds. We can derive that

ECMP(h;®A; ®Ay) = ECMP(h;) ® ECMP(A;) ® ECMP(A,)
(3)

For two hops s - 53, concatenation of s; = ECMPy40,(h)
and s, = ECMP;, (h) still satisfies

ECMPronger(h® Ay @ Ag) - ECMPy, (h® Ay @ Ay)
—(ECMPyunger(h) - ECMP,, ()

& (ECMPyunger(A1) - ECMP, (A1)

&) (ECMPsende,(Az) -ECMP;, (Az))

“

under the assumption that the selection of s; will not af-
fect ECMP;, (A). One might wonder how we can design the
pathmap based on Equation 3. We can keep the same pathmap
as presented in the paper. To decide a path offset, we get a
mapping from all possible path offsets O(A;) + O(Az) to
Al DAy
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